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Abstract: One of the important relationships between classes in UML is inheritance relationships. Since there are 
few techniques for modeling and analyzing UML, by formalizing class diagram – as important section of UML – in 
this paper, after converting one system to class structure in UML, we present a solution for Establishment of 
inheritance relationships in UML. Also we can reduce complexity of each class in the system. Then by modeling 
this structure by this solution it will be prepare for some goals such as verifying and validating. By using an example 
we show procedure of formalizing the system. After all, we come to a conclusion that formal method improves 
ability of analyzing and implementing a system. By improving these factors, we can get better results in other 
techniques such as formal verification and validation and software testing. 
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1. Introduction 

Modeling is discussed in many sciences. For 
example one part of designing software and hardware 
of systems can be modeled, verified and even 
evaluated by mathematic analyzes and logic 
commands [1].  

UML is a modeling language used in software 
processes (e.g. Rational Unified Process (RUP)) to 
generate software models. Because of its simplicity, 
this language has been widely applied in the software 
industry. One of the disadvantages of UML models is 
that these artifacts can be interpreted differently by 
two members of a software team [4]. Papers [5], [6], 
[7], [8], [9] demonstrate that Alloy, which is the 
modeling language used in this paper, has been 
successfully used to formally specify UML diagrams. 

A model is simplified the whole existence. 
Originally a model provides a map of a system. 
Models maybe include whole details of a system. So 
in general we can say that a good model is a model 
that can determine all the elements involved in the 
plan, relationships between them and how effective 
they can be. Each system explained by several models 
and there is a semantic map which describes the 
system in each model.  

Now, by these fragments, why do we want to 
modeling? We want to model a system in order to 
have a good understanding of the system which we 
want to implement better. Modeling is central part of 
all activities that guide the software developers to 
good product.  

In this paper, we explain class diagram and 
formalizing class structure briefly. Then by using an 

example, we present an algorithm in order to 
designing our system easily and exactly. 
 
2. Class Diagram  

A class diagram is an illustration of the 
relationships and source code dependencies among 
classes in the Unified Modeling Language (UML). 
The Unified Modeling Language (UML) is the 
standard formalism for object-oriented modeling [2]. 
In this paper, a class defines the methods and 
variables in an object, which is a abstraction of entity 
in a program or the unit of code representing that 
entity. Class diagrams are useful in all forms of 
object-oriented programming (OOP). The concept is 
several years old but has been refined as OOP 
modeling paradigms have evolved.  

A more detailed class diagram can include the 
features of the entities as well as their responsibilities. 
There are two types of features: structural and 
dynamic [10]. Structural features can be subdivided in 
attributes and associations. Attributes correspond to 
variables in programming languages. Due to the fact 
that the associations between classes are represented 
as variables in programming languages, these are also 
considered to be structural features. The dynamic part 
of the classes are the operations, which are 
implemented by methods in a programming language. 
There are five types of relations between classes: 
association, aggregation, composition, generalization 
and dependency. 

In a class diagram, the classes are arranged in 
groups that share common characteristics. A class 
diagram resembles a flowchart in which classes are 
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portrayed as boxes, each box having three rectangles 
inside. The top rectangle contains the name of the 
class; the middle rectangle contains the attributes of 
the class; the lower rectangle contains the methods, 
also called operations, of the class. Lines, which may 
have arrows at one or both ends, connect the boxes. 
These lines define the relationships, also called 
associations, between the classes [3]. 

Since class diagram has been developed widely, 
in this paper we choose class diagram in order to 
formalizing the systems, too.  

 
3. Formalizing Class Structure 

In our related work [1], we formalize class 
diagram because we can show all of the relationships 
of between classes in the system model easily. Now, 
by using a relationship in these methods [1], we want 
to present some solutions for class diagram. 

These solutions cause: 
 It influences on normalization design in 

creating database. 
 Programmer finds main classes and it can 

program easily and exactly. 
 Complexity of information has reduces in 

each class, so design of database, verification of 
system and implementation of system will be done 
better. 

By formalizing a system using class diagram, we 
need to show all of the entities, specifications and 
behavior of the system as a class diagram.  

Each system has some subsystems for converting 
a system to class diagram. We should create one main 
class and then convert subsystems to subclasses in 
main class. 

For classifying one class, we should define some 
variables and values and we can show one system as 
followed set: 

System: {Type, Classes, Attributes, Variables}; 
 Type: determines type of system. Type of 

system can be Basic, Real time, distribute, embedded, 
fuzzy and etc. 

 Class: determines name of classes that have 
been classified and are connected together based on 
subsystems in the system. 

 Attribute: determines attributes of system 
which are used for connecting to the classes in the 
system. 

 Variables: determines Inputs, Outputs and 
the amount of Data of system which are placed as 
variables in the classes. 

Now, when all states of the system converted to 
the class, we demonstrate all the relationships between 
elements of each class by each other.  

Each class can have communications to its 
elements: 

(Active, Module, finite)  C  
 Boolean type:= active: shows activity of 

class 
 Boolean type:= Module: shows the main 

class  
 Boolean type:= finite: shows that the class is 

finite 
Variables can communicate to their elements: 

(Public, private, protected, package, initial)  V 
Also, Attributes can communicate to their 

elements: 

(Type, enable)  At 
Ways of relationships between elements of 

system are: 
C & At: V   or   At: C  V 
Now, after explaining formula and variables, we 

create relationships between classes. We define three 
variables which are in structure of each class for 
creating relationships between classes: 

{Extend, Attribute, Operation}; 
When two same attributes from two different 

classes give us a same result, we should place name of 
the second class in Extend section of the first class.  

For example, in converting class relationships to 
the formulas like follow: 

{c1, c2}  C 

{v1, v2}  V 

{at_1, at_2}  At 
at_1: c1  v1  
at_1: c2  v1 
We should place name of c2 class in Extend 

section of c1 class at the above formulas. 
Whenever protected element enables in set of V, 

we should place the name of V in the Attribute section 
of resulted class. 

For example: 

{c1, c2, ci}  C 

{v1, v2, vi}  V 

{at_1, at_2}  At 

at_1: ci  vi => vi  ( public, private, protected, 
package, initial ) = ( 0, 0,1,0,0 ) 

Therefore we should place vi in Attribute section 
of ci class. 

Whenever Public element enables in set of V, we 
should place the name of V in the Operation section of 
resulted class. 

For example: 

{c1, c2, ci}  C 

{v1, v2, vi}  V 

{at_1, at_2}  At 
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at_1: ci  vi => vi  ( public, private, protected, 
package, initial ) = ( 1, 0,1,0,0 ) 

 
Therefore we should place vi in Operation 

section of ci class. 
According to above explanations, we convert the 

relationships between classes as class diagram [1]: 
The Roles of classes: 

Extend: Ω 
Inheritance 

ci ∈ C { The name of all Classes } 
∈i  C { The name of all Classes} – { ci } 

If ci ∈ i. Ω 
According to above formulas, whenever there 

was a class like ci in Extend section of i class, i class 
inherits from ci class. 

In this relationship, we can define subclasses that 
create in property of each class: 

Property: = {field name, type, data} 
Each property can contain some fields. The 

information of each field includes information of 
subclasses. We purpose class i and class j that each 
class has a property. Property of each class includes 
some fields that these fields put content data in each 
class.  

In this follow, we have two class_student and 
class_teacher: 

For the Student: 

Class_student_1 =: Property {(name of student, 
char, Alex), ( family of student, char, Huffman), ( ID 
number, int, 12345) }; 

Class_student_2 =: Property {(name of student, 
char, James), ( family of student, char, Stanson), ( ID 
number, int, 14145) }; 

Class_student_3 =: Property {(name of student, 
char, Kate), ( family of student, char, Anderson), ( ID 
number, int, 13345) }; 

For the teacher: 
Class_teacher_1 =: Property {(name of teacher, 

char, Robert), ( family of teacher, char, Macpean ), ( 
ID number, int, 6789) }; 

Class_teacher_2 =: Property {(name of teacher, 
char, Tomas), ( family of teacher, char, Kameron ), ( 
ID number, int, 6779) }; 

Now, we want to find joint data in two classes by 

using function_ . First, we should implement search 
algorithm for finding common data in each field of 
class. See the figure-1. 

The function_  gets first field of 
Class_student_1 and compare first field of 
Class_teacher_1 and first field of Class_teacher_2. If 
there are Subscriptions between these fields,{field 
name, type, data} of same data put in the main 
class_parent. Also, this compare will execute for the 
other field.  

 

 
Fig.1: Class structure 
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Now, the function_  gets second field of 
Class_student_1 and compare second field of 
Class_teacher_1 and second field of Class_teacher_2. 
If there are Subscriptions between these fields, field 
family, type, data} of same data put in the main 
class_parent. Then this compare will continue for 
class_student_2 and class_student_3. So, there are a 
main class_parent in the system model that this class 
maintenance fields such as name field and family 
field. The other properties will inheritance from these 
class properties. 

After completing this main class_parent, the 
modeling of system by using the relationships will be 
easy. Understanding of inheritance relationships 
between classes will be better. Complexity of classes 
is reduced and system model is intelligible. By this 
model, we can implement our system easily and 
exactly. When subscription of classes is found, we 
have inheritance relationship between subclasses and 
main class. In normalization time, density of 
information and complexity of system are reduced. 
So, our database design will be better and softly. 

 
4. Conclusion 

By formalizing the structure of class in UML, we 
could model a system as a class diagram in order to 
determine all the relationships in the system clearly. 

Also, we have shown the procedure of 
formalizing the system and by using a solution we can 
extend inheritance relationships between classes in 
system. This work has cause information inspection 
and search in system has been done. Also, when we 
want to model a big system, all of the relationships 
between classes and properties are modeled and we 
use these properties easily. Also, by using inheritance 
detection we can normalization database of system 
completely and easily.  

We come to these results that formal method is 
one of the important and efficient methods for 
analyzing systems, by using this method we can 
model one system easily. 

In the future we will try to analyze the other 
structures of relationships of UML and also we will 
attempt to present one Debugger algorithm for 
modeling UML. 
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